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Abstract—In mixed-criticality (MC) systems, multiple activities
with various certification requirements (thus with different crit-
icality levels) can co-exist on shared hardware platforms, where
multicore processors have emerged as the de facto computing
engines. In this paper, by using the partitioned earliest-deadline-
first with virtual deadlines (EDF-VDs) scheduler for a set of
periodic MC tasks running on multicore systems, we derive a
criticality-aware utilization bound for efficient feasibility tests and
then identify its characteristics. Our analysis shows that the bound
increases with increasing number of cores and decreasing system
criticality level. We show that, since the utilizations of MC tasks
at different criticality levels can vary considerably, the utilization
contribution of a task on different cores may have large varia-
tions and thus can significantly affect the system schedulability
under the EDF-VD scheduler. Based on these observations, we
propose a novel and efficient criticality-aware task partitioning
algorithm (CA-TPA) to compensate for the inherent pessimism
of the utilization bound. In order to improve the system schedu-
lability, the task priorities are determined according to their
utilization contributions to the system in CA-TPA. Moreover,
by analyzing the utilization variations of tasks at different lev-
els, we develop several heuristics to minimize the utilization
increment and balance the workload on cores. The simulation
results show that the CA-TPA scheme is very effective in achiev-
ing higher schedulability ratio and yielding balanced workloads.
The actual implementation in Linux operating system further
demonstrates the applicability of CA-TPA with lower run-time
overhead, compared to the existing partitioning schemes.

Index Terms—Embedded systems, mixed-criticality (MC),
multicore systems, partitioned scheduling, utilization bound.
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I. INTRODUCTION

IN MODERN embedded systems, the ever-increasing com-
plexity demands the integration of multiple functionalities

on a common computing platform due to space, power, and
cost constraints. For instance, the integrated modular avionics
initiative for aerospace provides guidelines for hosting mul-
tiple avionics components on shared systems to address the
increased complexity and cost [27]. In such integrated sys-
tems, diverse application activities with various certification
requirements and different levels of importance (criticality)
may co-exist. For example, the avionics certification stan-
dard DO-178 B/C defines five design assurance levels A
to E, which are distinguished according to the extent of
damage that result from activity failures [24]. To incorpo-
rate various certification requirements and enable the efficient
management of application activities, the concept of mixed-
criticality (MC) systems has been proposed in Vestal’s seminal
work [29]. Over the last decade, numerous MC scheduling
studies have been reported for a variety of system and task
models [8], [11], [12], [17], [22], [26], [30].

Unlike the traditional sporadic real-time task systems, where
the worst-case resource requirements of all tasks must be sat-
isfied, the successful execution of an MC task is defined by
its own criticality level and the system’s running mode. The
basic principle of the MC model is to have more than one crit-
icality level, where tasks at the kth (>1) criticality level have
k different worst case execution requirements [29]. Moreover,
the execution requirement of a task at (k − 1)th level is no
higher than that at kth level.

Most of the existing studies considered MC tasks running
on single processor systems, with a focus on Fixed-
Priority-based scheduling (FPS) [4], [9], [21], [25], [30]
and earliest-deadline-first (EDF)-based scheduling
techniques [7], [8], [10], [19], [28]. The most notable
EDF-based scheduling algorithm for MC tasks is the recently
proposed EDF with virtual deadlines (EDF-VDs) algo-
rithm [2], [3]. The basic idea of the EDF-VD scheduler is
to feasibly assign virtual (and smaller) deadlines (and thus
higher priorities) to high-criticality tasks when the system
operates at low-criticality mode, in order to improve the
schedulability.

As multicore processors have become powerful computing
engines for modern systems, there is a renewed interest in
exploring scheduling algorithms for multicore/multiprocessor
real-time systems. There are two classical approaches to the
multiprocessor scheduling problem: 1) partitioned scheduling
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and 2) global scheduling. A recent empirical study on
multicore scheduling shows that, when compared to global
scheduling, the partitioned-based scheduling generally has bet-
ter system schedulability, where the individual job queues
on processor cores and migration-less activities at run-time
typically result in much lower run-time overhead [13].

Typically, the existing partitioned MC scheduling studies
focus on dual-criticality systems (with only two criticality lev-
els) and adopt the traditional heuristics that usually rely on
either task/system utilizations [14], [18] [e.g., first-fit decreas-
ing (FFD), best-fit decreasing (BFD), and worst-fit decreasing
(WFD)] or the criticality levels [16]. It has been shown that
a hybrid partitioned scheme [23], which allocates high crit-
icality tasks using WFD and then low-criticality tasks using
FFD, can effectively improve task schedulability compared to
the schemes that consider only either utilization or critical-
ity. Moreover, based on the EDF-VD algorithm and speedup
factor analysis, several mapping schemes for dual-criticality
systems are reported in [6]. To achieve better task schedulabil-
ity (albeit at the cost of much higher time complexity), several
mapping algorithms for dual-criticality systems were recently
reported, such as the demand bound function (DBF)-based fea-
sibility test [14] and the mixed integer nonlinear programming
solutions that use task clustering [22].

The existing partitioned scheduling algorithms for dual-
criticality systems normally consider only a task’s uti-
lization at its highest criticality level (i.e., its maximum
utilization) [16], [18], [22], [23]—and this usually leads to
pessimistic estimates of system utilization and thus degraded
system schedulability. On the other hand, a look at the existing
schedulability conditions for EDF-VD [2], [3] reveals that, in
addition to its maximum utilization, an MC task’s utilizations
at other valid (lower) levels also play an important role.

Motivated by this observation, in this paper, we derive a
utilization bound for MC tasks with multiple criticality levels
running on multicore platforms under partitioned EDF-VD,
and discuss its properties. By employing the latest vari-
ant of the EDF-VD algorithm [3], we extend our previous
work [15] and propose a criticality-aware task partitioning
algorithm (CA-TPA), where the utilization variations of tasks
at different levels are taken into account for better schedu-
lability and balanced workload distribution. Specifically,
the contributions of this paper can be summarized as
follows.

1) We develop a criticality-aware utilization bound for MC
tasks scheduled by the partitioned EDF-VD algorithm
with WFD mapping heuristic, which forms the basis of
an efficient feasibility test.

2) We identify the monotonicity of the utilization bound,
showing that the bound increases with the number of
deployed processor cores and decreases with system
criticality level.

3) By exploiting the variations of tasks’s utilizations at
different criticality levels, we present an efficient task
partitioning algorithm with EDF-VD scheduler. Several
criticality-aware heuristics are proposed to improve
tasks’ schedulability and balance the workload across
multicores.

4) The empirical results from an actual implementation in
the Linux operating system show that CA-TPA with
EDF-VD is quite practical thanks to the relatively low
run-time overhead and its criticality-aware workload
balancing policy.

The remainder of this paper is organized as follows.
Section II presents the task and system models and dis-
cusses the feasibility conditions of the EDF-VD scheduler. The
criticality-aware utilization bound under partitioned EDF-VD
with WFD is developed, and its properties are discussed, in
Section III. Our CA-TPA scheme is presented in Section IV.
The evaluation results and implementation are discussed in
Sections V and VI concludes this paper. A review of the
MC scheduling research can be found in the supplementary
material.

II. SYSTEM MODELS AND PRELIMINARIES

In this section, we first present the system and task models.
The schedulability conditions for periodic MC tasks scheduled
by EDF-VD on single processor are briefly reviewed, followed
by the description of the problem addressed in this paper.

A. System and Task Models

We consider a multicore system that consists of M ≥ 2
homogeneous processing cores, which are denoted as
{P1, . . . ,PM}. A set of N periodic MC tasks � = {τ1, . . . , τN}
are scheduled in the system. The MC tasks have K > 1 crit-
icality levels. K is called the system criticality level and the
system starts its operation at level-1 criticality.

An MC task τi is characterized by a tuple {Ci, pi, �i}.
�i (1 ≤ �i ≤ K) indicates τi’s criticality level (i.e., its
own criticality). The system criticality level K is corresponds
to the maximum criticality level among all the tasks. pi

denotes the task τi’s period as well as its relative deadline
(thus, we consider implicit-deadline task systems). The vector
Ci = <ci(1), . . . , ci(�i)> represents the worst-case execution
times (WCETs) of task τi at each criticality level, where the
WCET of a task at a higher level is generally larger than
that at a lower level, that is, ci(1) < ci(2) < · · · < ci(�i).
We assume that the jth instance (job) of task τi arrives at time
ri,j = (j−1)·pi and must complete its execution by its absolute
deadline di,j = j · pi. We assume partitioned scheduling—
the subset of tasks allocated to core Pm is denoted as �m

(m = 1, . . . , M) and a partition of tasks to cores is represented
as � = {�1, . . . , �M}, where � = ∪M

m=1�m.
We assume that the adaptive mixed criticality (AMC)

scheme [3], [5] (which is applicable for both FPS and
EDF-based scheduling) is adopted to manage the individual
executions of jobs at run-time on the multicore system. When
the current system operates at level-k (<K) running mode
and a task τi executes for more than its level-k WCET ci(k)
(k < �i) without indicating its completion, the system per-
forms a global mode transition and the running mode switches
to level-(k + 1). At that moment, all tasks in the system with
own criticality level k are discarded and no future level-k tasks
are released, until the system becomes idle and gets back to
level-1 running mode [6]. Once tasks are mapped to cores, we
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assume that EDF-VD scheduler is deployed on each core Pm

to schedule its subset of MC tasks �m.

B. Schedulability Conditions of EDF-VD Scheduler

The EDF-VD scheduler was first studied in the context
of a single processor [2], [3] with the idea of assigning a
virtual (and smaller) deadlines (thus higher priorities) to high-
criticality tasks in order to improve schedulability. When the
system switches to high-criticality mode, the timing require-
ments of high-criticality tasks can be guaranteed by restoring
their original deadlines and dropping low-criticality tasks.

We first review the schedulability conditions for MC tasks
running on a single processor scheduled under EDF-VD. We
first introduce some key notations.

1) ui(k) = (ci(k)/pi): The utilization of task τi at level-k
(≤�i).

2) Uj(k): The level-k utilization of tasks at own criticality
level k or higher, which is defined as

Uj(k) =
∑

∀τi:�i=j∧j≥k

ui(k). (1)

3) U�m
j (k): The level-k utilization of tasks on core Pm at

own criticality level k or higher, that is

U�m
j (k) =

�i=j∧j≥k∑

∀τi:τi∈�m

ui(k). (2)

4) U(k): The total (aggregate) level-k utilization of tasks
at own criticality level k or higher. Using (1), we can
have

U(k) =
K∑

j=k

Uj(k). (3)

By incorporating the utilizations of tasks at different criti-
cality levels, a sufficient schedulability condition for implicit-
deadline MC tasks scheduled under AMC-based EDF-VD
algorithm was reported in [3], which is summarized in the
theorem that follows.

Theorem 1 [3, Th. 3.4]: For an implicit-deadline MC task
set allocated to processor core Pm, the tasks are feasible under
the EDF-VD scheduler on core Pm if either

K∑

l=1

U�m
l (l) ≤ 1 (4)

or, for some k = 1, . . . , K − 1, the condition below holds

k∑

l=1

U�m
l (l) < 1 and

∑K
l=k+1 U�m

l (k)

1 −∑k
l=1 U�m

l (l)
︸ ︷︷ ︸

a(k)

≤ 1 −∑K
l=k+1 U�m

l (l)
∑k

l=1 U�m
l (l)

︸ ︷︷ ︸
b(k)

. (5)

Basically, (4) states that if core Pm can accommodate the
maximum utilization demands of all its tasks at their own
criticality, the tasks are schedulable under EDF-VD (which

actually reduces to EDF as there is no virtual deadline for
any task [3]). We note that the condition is rather pessimistic
since only the maximum utilization demands of tasks are
considered.

Note that if (4) fails, b(k) < 1 (k = 1, . . . , K − 1) in (5).
When (4) fails but (5) holds for some k (condition-k), the
virtual (relative) deadline of any task τi on core Pm with
own criticality level higher than k (i.e., �i > k) can be set
as p̂i = x · pi, where x = [a(k), b(k)] (<1) is defined as a
reduction factor for the virtual deadlines for high-criticality
tasks to allow them to complete their low-criticality work-
loads earlier. When the system mode shifts to level-(k + 1)
(i.e., a task exceeds its level-k WCET), all level-k tasks on
core Pm are discarded, and the relative deadlines of tasks on
core Pm with their own criticality levels higher than k will be
restored to their original ones. For the detailed mechanism of
virtual deadline adjustment and the discussions of EDF-VD
for arbitrary-deadline dual-criticality systems (please see [3]).

Based on Theorem 1, we can obtain the following propo-
sition related to the feasibility of MC tasks scheduled under
the partitioned EDF-VD algorithm on multicore systems.

Proposition 1: For a set � of MC tasks with K criticality
levels running on a multicore system with M homogeneous
cores, a given partition � = {�1, . . . , �M} is feasible if,
Theorem 1 holds for every core Pm (m = 1, . . . , M).

As the special case, for a dual-criticality system (i.e.,
K = 2), the task set is feasible under partitioned EDF-VD
scheduler if, for each core Pm (m = 1, . . . , M), we have

either U�m
1 (1) + U�m

2 (2) ≤ 1 (6)

or U�m
1 (1) < 1 and

U�m
2 (1)

1 − U�m
1 (1)

≤ 1 − U�m
2 (2)

U�m
1 (1)

. (7)

The MCK(N, M) Partition Problem: For a set � of N MC
implicit-deadline tasks with K criticality levels running on a
system with M homogeneous cores, find a feasible task-to-core
mapping �, where tasks on each core are schedulable under
EDF-VD.

Clearly, when K = 1, the MCK(N, M) partition problem
actually reduces to the classical partitioned real-time schedul-
ing problem, which is a well-known NP-hard problem. Hence,
the MCK(N, M) partition problem is NP-hard as well.

III. CRITICALITY-AWARE UTILIZATION BOUND AND

ITS CHARACTERISTICS UNDER PARTITIONED

EDF-VD SCHEDULER

With the focus on EDF-VD for uniprocessor systems,
Baruah et al. [3] identified the speedup factor to evaluate
its optimality (i.e., how close the performance of the EDF-
VD algorithm is to that of a clairvoyant algorithm): if an MC
task set is schedulable by a clairvoyant algorithm, the tasks
can also be feasible under EDF-VD when they are executed
with a speedup factor, which is obtained by a global nonlinear
continuous optimization solver (e.g., 4/3 for a dual-criticality
system). To the best of our knowledge, a result on the speedup
bounds for the partitioned EDF-VD scheduler for tasks with
multiple criticality levels has not been reported yet.
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In contrast to a speedup factor-based approach, our approach
is based on deriving a utilization bound for efficient feasibility
test of MC tasks with multiple levels, scheduled by parti-
tioned EDF-VD. One prominent advantage of the utilization
bound is that for a given mapping scheme, as long as the
total utilization of a task set does not exceed the given bound,
the partitioning generated by the scheme is guaranteed to be
schedulable [20].

Note that, the schedulability conditions given in inequali-
ties (4) and (5) are quite involved and most of the existing
schemes are rather complicated (e.g., hybrid scheme [23],
CA-TPA proposed in this paper, and the DBF-based heuris-
tic [14]). Among these mapping algorithms, the simplest
hybrid scheme allocates tasks to cores using different heuris-
tics (e.g., WF and FF) according to their own criticality
levels. In contrast, we adopt the simple WFD as the rep-
resentative mapping heuristic to derive a utilization bound
and then discuss its properties related to other task/system
parameters. Despite of its simplicity, some insightful infor-
mation can be obtained to guide our partitioned scheme to
improve tasks’ schedulability and balance the workload distri-
bution. The detailed discussions can be found at the beginning
of Section IV.

A. Level-1 Core Utilization Limit

Since task utilizations at all valid levels are consid-
ered, we can see that the schedulability conditions for
EDF-VD expressed in inequalities (4) and (5) are quite
involved. As each task has level-1 WCET, we first trans-
form these conditions to the simplified schedulability condition
for total level-1 utilization of tasks on any core (i.e., level-1
core utilization limit). Then, using that limit, we derive a
level-1 utilization bound for partitioned EDF-VD in the next
section.

Define ω as the maximum ratio of WCETs between
two consecutive criticality levels for any task, i.e., ω =
max∀τi∈�{(ci(k + 1)/ci(k))|k = 1, . . . , �i − 1}, where ω > 1.
We can obtain the following theorem with respect to the
level-1 core utilization limit for any core.

Theorem 2: For a set of periodic MC tasks �m allocated
to core Pm, the tasks are schedulable under EDF-VD if, the
total level-1 utilization of the tasks

∑K
j=1 U�m

j (1) satisfies

K∑

j=1

U�m
j (1) < λ = K − 1

2·(ωK−1)
(ω−1)2 − 2·K

ω−1 − (K − 1)2
. (8)

Proof: Consider the contrapositive. Suppose that neither
inequality (4) nor inequality (5) holds for core Pm. We first
consider the second case, where inequality (5) fails.

For core Pm, since inequality (4) does not hold
either [i.e.,

∑K
l=1 U�m

l (l) > 1], we can have (1 −∑K
l=k+1 U�m

l (l)/
∑k

l=1 U�m
l (l)) < 1 (k = 1, . . . , K − 1) and

thus the second item of inequality (5) can be transformed as
(
∑K

l=k+1 U�m
l (k)/1 −∑k

l=1 U�m
l (l)) < 1 (k = 1, . . . , K − 1).

Then, when inequality (5) fails for core Pm, for each condition-
k (k = 1, . . . , K − 1), there is

∑k
l=1 U�m

l (l) ≥ 1 or

∑k
l=1 U�m

l (l)+∑K
l=k+1 U�m

l (k) ≥ 1. Therefore, we only need
to consider the second case, that is

k∑

l=1

U�m
l (l) +

K∑

l=k+1

U�m
l (k) ≥ 1.

By the definition of ω, there is U�m
l (x) ≤ U�m

l (1) · ωx−1

(1 ≤ x ≤ l ≤ K). Hence, the above inequality is rewritten as

k∑

l=1

U�m
l (1) · ωl−1 +

K∑

l=k+1

U�m
l (1) · ωk−1 ≥ 1

K∑

j=1

U�m
j (1) +

k∑

l=1

U�m
l (1) · (ωl−1 − 1)

+
K∑

l=k+1

U�m
l (1) ·

(
ωk−1 − 1

)
≥ 1.

Note that, U�m
x (1) ≤ ∑K

j=1 U�m
j (1) (x = 1, . . . , K). Then, the

above inequality for condition-k is further rewritten as

K∑

j=1

U�m
j (1) ·

(
1 +

k∑

l=1

(
ωl−1 − 1

)
+
(
ωk−1 − 1

)
· (K − k)

)
≥ 1

(9)

⇒
K∑

j=1

U�m
j (1) ·

(
ωk − 1

ω − 1
+ ωk−1 · (K − k) − (K − 1)

)
≥ 1.

(10)

To compute S = ∑K−1
k=1 ωk−1 · k, we have

ω · S = 1 · ω1 + 2 · ω2 + · · · + (K − 1) · ωK−1

ω · S − S = (K − 1) · ωK−1 −
(
ωK−2 + ωK−3 + · · · + ω0

)

S = (K − 1) · ωK−1

ω − 1
+ 1 − ωK−1

(ω − 1)2
.

Adding up the above (K − 1) inequalities for condition-k as
given in (10), we can further obtain

K∑

j=1

U�m
j (1) ·

(
ωK − ω

(ω − 1)2
− K − 1

ω − 1
+ ωK−1 − K

ω − 1

− 1 − ωK−1

(ω − 1)2
− (K − 1)2

)
≥ K − 1

⇒
K∑

j=1

U�m
j (1) ≥ K − 1

2·(ωK−1)
(ω−1)2 − 2·K

ω−1 − (K − 1)2
= Ub1 = λ.

We next consider the other case, where inequality (4) fails
[i.e.,

∑K
l=1 U�m

l (l) > 1]. Following similar steps, we get:

U�m
1 (1) + ω · U�m

2 (1) + · · · + ωK−1 · U�m
K (1) > 1

K∑

j=1

U�m
j (1) +

[
(ω − 1) · U�m

2 (1) + · · · +
(
ωK−1 − 1

)

× U�m
K (1)

]
> 1.
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As U�m
x (1) ≤ ∑K

j=1 U�m
j (1) (x = 1, . . . , K), we have

K∑

j=1

U�m
j (1) +

(
ω − 1 + · · · + ωK−1 − 1

)
·

K∑

j=1

U�m
j (1) > 1

⇒
K∑

j=1

U�m
j (1) >

1

1 +∑K
l=1

(
ωl−1 − 1

) = Ub2. (11)

Define f (k) (k = 1, . . . , K) in (9) as

f (k) = 1 +
k∑

l=1

(
ωl−1 − 1

)
+
(
ωk−1 − 1

)
· (K − k). (12)

Recall that ω > 1. For each k (k = 1, . . . , K − 1), we can get

f (k + 1) − f (k) = (K − k) ·
(
ωk − ωk−1

)
> 0

⇒ f (k + 1) > f (k).

Note that, by the definition of f (k), there are Ub2 · f (K) = 1
based on (11) and Ub1 · ( f (1)+· · ·+ f (K −1)) = K −1 based
on (9). Thus, we can obtain

Ub1 · f (K) · (K − 1) > K − 1 ⇒ Ub1 · f (K) > 1

⇒ Ub1 > Ub2.

Therefore, if neither inequality (4) nor inequality (5) holds,
we can get

∑K
j=1 U�m

j (1) ≥ Ub1 = λ. Taking its contraposi-

tive, when
∑K

j=1 U�m
j (1) < λ, either (4) or (5) holds for core

Pm. Hence, the task set �m is schedulable under EDF-VD by
Theorem 1.

Based on the level-1 core utilization limit λ under EDF-VD
in (8), we can obtain the monotonic relationship between λ

and other task parameters (i.e., ω and K) as follows.
Property 1: When K is fixed, the level-1 core utilization

limit λ for each core scheduled by EDF-VD decreases when
ω increases.

Proof: We can see that every f (k) (k = 1, . . . , K − 1) as
defined in (12) increases when ω increases and K is fixed. As
λ = (K − 1/

∑K−1
k=1 f (k)), λ decreases when ω increases.

Property 2: The level-1 core utilization limit λ under EDF-
VD scheduler for each core decreases when the system
criticality level K increases and ω is fixed.

For the proof of Property 2, please see the supplementary
material.

B. Criticality-Aware Utilization Bound

Based on the level-1 core utilization limit for any core as
given in (8), the minimum feasible number of tasks on any core
can be found as β = 
(λ − ε/ρ)�, where ρ = max{ui(1)|i =
1, . . . , N} and ε is an arbitrarily small positive number. We
can directly obtain the schedulability condition related to the
number of MC tasks (N) running on the target system as
follows.

Property 3: For a set � of N periodic MC tasks with
K criticality levels running on a multicore system with M
cores under partitioned EDF-VD scheduler, the task set � is
guaranteed to be feasible as long as N does not exceed β · M.

Once the number of tasks N does not exceed β ·M, based on
the level-1 core utilization limit for any core presented in (8),

the following theorem corresponding to the level-1 utilization
bound can be used as an efficient feasibility test for a set of
MC tasks, which execute on a multicore system scheduled
under partitioned EDF-VD with the WFD mapping.

Theorem 3: For N periodic MC tasks with K criticality
levels running on a multicore system with M cores, the
level-1 utilization bound Uca,bound under partitioned EDF-VD
scheduling with the WFD heuristic is

Uca,bound = (β · M + 1) · λ

β + 1
. (13)

Proof: We assume that we use WFD and hence, the tasks
have been sorted by their nonascending level-1 utilizations:
for any two tasks τi and τj (1 ≤ i < j ≤ N), ui(1) ≥ uj(1).

Suppose that the task τn is the first task for which the suffi-
cient feasibility condition given in (8) fails when it is mapped
to any core. Then, for each core Pm (m = 1, . . . , M), we get

cn(1)

pn
+

∑

∀τj∈�m

cj(1)

pj
≥ λ ⇒ un(1) +

∑

∀τj∈�m

uj(1) ≥ λ

where �m contains the subset of tasks on core Pm after allocat-
ing the first (n−1) tasks and |�m| corresponds to the number of
tasks in the subset �m. Adding these M inequalities together,
we have

(M − 1) · un(1) +
n∑

j=1

uj(1) ≥ M · λ.

By the assumption that tasks have been ordered by their non-
increasing level-1 utilizations, un(1) ≤ (

∑n
j=1 uj(1)/n). Thus,

the above inequality can be further rewritten as
(

M − 1

n
+ 1

)
·

n∑

j=1

uj(1) ≥ M · λ.

Hence, we can get
∑n

j=1 uj(1) ≥ (M · n · λ/M + n − 1). Based
on (3), considering that the total level-1 utilization of tasks
U(1) = ∑K

l=1 Ul(1) ≥ ∑n
j=1 uj(1), we can further have

U(1) ≥ M · n · λ

M + n − 1
= g(n) (14)

where g(n) is a function of n. Since neither λ nor M is related
to n, the first derivative of g(n) with respect to n is

g′(n) = M · (M − 1) · λ

(M + n − 1)2
> 0.

Therefore, the minimum value of g(n) can be determined when
n = β · M + 1, i.e., U(1) ≥ g(β · M + 1) = ((β · M + 1) ·
λ/β + 1) = Uca,bound.

Hence, taking its contrapositive, when the total level-1 uti-
lization of tasks U(1) is less than Uca,bound, WFD guarantees
to generate a partition satisfying (8) for any core and thus
Proposition 1 holds, which concludes the proof.

When the task system has no criticality certification require-
ment, which is denoted as non-MC task system (i.e., traditional
periodic real-time task system), we can have K = 1, ω = 1 and
thus λ = 1 based on (9) and the proofs in Theorem 2. For the
function g(n) defined in (14) with λ = 1, we can get its first
derivative as g′(n) = (M·(M−1)/(M+n−1)2) > 0. Therefore,
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(a) (b) (c) (d)

Fig. 1. Criticality-aware utilization bound under partitioned EDF-VD scheduling with the WFD heuristic. (a) K = 3 and ρ = 0.1. (b) ω = 1.5 and ρ = 0.1.
(c) M = 8 and ρ = 0.1. (d) ω = 1.5 and K = 3.

the minimum value of g(n) can be found as (β · M + 1/β + 1)

when n = β · M + 1, which actually reduces to the utiliza-
tion bound for non-MC systems under partitioned-EDF with
WFD [20].

Properties of the Bound: In what follows, we discuss the
characteristics of the bound Uca,bound associated with other
system/task parameters (i.e., M, ω, K, and ρ), which actually
reveal the monotonicity of Uca,bound related to M, ω, and K.
First, when the other parameters are fixed, the monotonic rela-
tionship between Uca,bound and the number of cores M can be
identified as follows.

Property 4: For N periodic MC tasks with K criticality
levels running on a multicore system, the utilization bound
Uca,bound increases when the number of cores increases.

Proof: Let h(M) = Uca,bound = ((β · M + 1) · λ/β + 1). As
neither β nor λ is related to M, the first derivative of h(M) is
h′(M) = (β · λ/β + 1) > 0, which concludes the proof.

Next, for the parameters ω and K in λ, when other parame-
ters are fixed, the monotonicity of the bound Uca,bound related
to ω and K can be obtained as follows.

Property 5: For a set � of MC tasks with K criticality lev-
els running on a multicore system with M cores, the utilization
bound Uca,bound decreases when ω and/or K increases.

Proof: Define g(ω, K) = λ. Recall that β = 
(λ − ε/ρ)�
and let h(ω, K) = β = 
(g(ω, K)− ε/ρ)�. Then, we can have
Uca,bound = ((β · M + 1) · λ/β + 1) = ((h(ω, K) · M + 1) ·
g(ω, K)/h(ω, K) + 1).

We prove the property by contradiction. First, we assume
that the claim is false. That is, there must exist two ω1 and ω2
(ω1 > ω2) such that ((h(ω1, K) · M + 1) · g(ω1, K)/h(ω1, K)+
1) ≥ ((h(ω2, K) · M + 1) · g(ω2, K)/h(ω2, K) + 1). Based on
Property 1, we have g(ω1, K) < g(ω2, K) as ω1 > ω2. Note
that ρ is not related to M, ω, K, and thus λ. Then, since the
floor function of h(ω, K) (i.e., β) is considered, we can have
h(ω1, K) ≤ h(ω2, K) and

h(ω1, K) · M + 1

h(ω1, K) + 1
· g(ω1, K) ≥ h(ω2, K) · M + 1

h(ω2, K) + 1
· g(ω2, K)

⇒ h(ω1, K) · M + 1

h(ω1, K) + 1

>
h(ω2, K) · M + 1

h(ω2, K) + 1
⇒ h(ω2, K) − h(ω1, K)

> (h(ω2, K) − h(ω1, K)) · M

⇒ 0 > 0 or M < 1

which leads to contradiction. Following the similar steps,
based on Property 2, we can also get contradictory results by
assuming that Uca,bound does not decrease as K increases.

Finally, when other task/system parameters are fixed, the
relationship between Uca,bound and ρ is given as follows.

Property 6: For a set � of MC tasks with K criticality
levels scheduled on a multicore system with M cores, the
utilization bound Uca,bound cannot increase as ρ increases.

Proof: The proof is obtained by contradiction. Again, ρ

is not related to M and λ. Define h(ρ) = β = 
(λ − ε/ρ)�
and we can have Uca,bound = ((h(ρ) · M + 1) · λ/h(ρ) + 1).
Suppose that the claim is false. Then, there must exist two ρ1
and ρ2 (ρ1 > ρ2) such that ((h(ρ1) · M + 1) · λ/h(ρ1) + 1) >

((h(ρ2) · M + 1) · λ/h(ρ2) + 1). As h(ρ) (i.e., β) is a floor
function, h(ρ1) ≤ h(ρ2). Therefore, we can have

(h(ρ1) · M + 1) · λ

h(ρ1) + 1
>

(h(ρ2) · M + 1) · λ

h(ρ2) + 1
⇒h(ρ2) − h(ρ1)>(h(ρ2) − h(ρ1)) · M ⇒ 0 > 0 or M < 1

which results in contradiction and concludes the proof.
The relationship between the criticality-aware system uti-

lization bound Uca,bound and other task/system parameters (i.e.,
M, ω, K, and ρ) can be more explicitly illustrated in Fig. 1,
where the default parameter values are: M = 8, ω = 1.5,
K = 3, and ρ = 0.1. From the figures, we can see that when
there are more available cores M and smaller ω, based on
Properties 4 and 5, the bound Uca,bound gradually increases
when other parameters (i.e., K and ρ) are fixed [Fig. 1(a)].
For given M, ω, and ρ, based on Property 5, Uca,bound can
drop dramatically when K increases [Fig. 1(b)], because higher
task utilizations at high levels can lead to much smaller λ and
Uca,bound. For task systems with a high level criticality (e.g.,
K ≥ 4), the bound can be extremely low, which rather lim-
its its applicability. Similarly, based on Property 5, for given
M and ρ, Uca,bound also decreases as ω and/or K increase as
shown in Fig. 1(c). Moreover, when other parameters are fixed,
Uca,bound exhibits stepwise decrease as ρ increases [Fig. 1(d)],
which is consistent with Property 6.

IV. CRITICALITY-AWARE TASK PARTITIONING

While Uca,bound provides an efficient feasibility test, it only
considers the worst-case scenarios: for instance, a pessimistic
ω value is used when transforming the utilizations of tasks
at high criticality levels to level-1 utilizations and the WFD
heuristic only takes tasks’ level-1 utilizations into account.
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Therefore, due to the characteristics of Uca,bound with respect
to other task/system parameters as given in Properties 4–6, the
applicability of the bound is rather limited especially when ω

and/or K become large. In addition, even if the total level-1
utilization of tasks does not exceed the bound, the workload of
partitions generated by WFD may be imbalanced, giving high
run-time overhead as illustrated in Section V-C. More impor-
tantly, although the utilization bound (e.g., 3/4 for cumulative
high-criticality utilization and low-criticality utilization on a
processor [6]) can be directly employed for task mapping,
such bound-based mapping algorithm can usually result in
rather degraded schedulability even for dual-criticality systems
as validated in [6].

Nonetheless, the derived bound essentially provides impor-
tant insights into the partitioned scheme design for multicore
MC systems with multiple criticality. The utilizations of tasks
at different levels, instead of only those at a certain level [such
as level-1 core utilization limit λ in the bound Uca,bound and the
maximum utilization demands of tasks in (4)], can also affect
the feasibility of tasks based on the schedulability conditions
given in (4) and (5). Hence, the tasks’ utilizations at different
levels should be incorporated into the mapping heuristics for
better schedulability. More importantly, as the various combi-
nations of ω and K can generate divergent utilizations of tasks
at different levels, the discrepancy among these utilizations
can cause rather imbalanced workload among cores. Thus,
more effective policies are needed for criticality-aware work-
load balancing, which effectively improves its applicability as
validated in Section V-C.

Hence, with the objective of reducing the pessimism in
the bound, the tasks’ utilization variations at different lev-
els need to be considered to enhance schedulability perfor-
mance and balance system workload. Recall that the original
MCK(N, M) partition problem is NP-hard. In what follows,
for tasks with multiple levels running on multicores, we
focus on efficient partitioned scheme with better practical
viability (i.e., high schedulability ratio and low run-time
overhead).

In general, there are two fundamental phases when map-
ping tasks to cores: 1) determine the order (i.e., priority)
of tasks to be allocated and 2) find an appropriate core for
each task. Instead of only using the maximum utilizations
of tasks and the simple (but pessimistic) schedulability con-
dition (4), we focus on the more improved schedulability
condition (5). Because of the large variations of tasks’ utiliza-
tions at different levels, it is crucial to take such variations into
account when designing the two essential steps of partitioned
scheme.

Based on the above discussions, we propose a CA-TPA.
We define the utilization contribution of a task at a given
level, which is then used to guide the allocation of tasks
to cores. CA-TPA adopts a probe-based approach to ensure
that, when allocating a task to cores, the overall system uti-
lization has the smallest increment. Moreover, a workload
imbalance factor is introduced to balance workload. Therefore,
this paper differs from the existing studies that usually rely on
only the maximum utilizations of tasks at their own criticality
levels.

A. Task Ordering and Utilization Contribution

To incorporate the utilizations of tasks at different criticality
levels in the first step, we present the concept of utilization
contribution of tasks. Specifically, a task τi’s utilization con-
tribution at level-k (≤�i) is defined as

Ci(k) = ui(k)

U(k)
, k = 1, . . . , �i (15)

where U(k) defined in (3) is the total level-k utilization of
tasks at the own criticality level k or higher. The utilization
contribution of task τi to the system (by considering all its
valid levels) can be further defined as

Ci = max{Ci(k)|k = 1, . . . , �i}. (16)

From the above definitions, we can see that the utilization
contribution of a task essentially represents its largest weight in
system utilizations in all its valid levels. Therefore, as opposed
to the conventional partitioning heuristics solely based on the
utilizations of tasks (such as FFD and WFD), we determine
the ordering priorities of MC tasks using their utilization con-
tributions in the first step before allocating them to cores. For
this purpose, we define two relational operators � and � for
task prioritization with the following rules.

1) If task τi has larger utilization contribution than task τj,
we say that τi has higher ordering priority than τj (which
is denoted as τi � τj). Otherwise, if task τi’s utilization
contribution is smaller than that of τj, τi � τj.

2) When the two tasks have the same utilization contribu-
tion, the tie is broken in favor of the task with higher
criticality level. That is, if Ci = Cj ∧ �i > �j, we have
τi � τj.

3) If there is still a tie, the task with smaller index is
assigned higher ordering priority: τi � τj if i < j ∧ Ci =
Cj ∧ �i = �j.

B. Utilization Increment

To improve the schedulability of MC tasks while balancing
workload among cores, the key point in our core selection
heuristic is to take the utilization variations of tasks at different
levels into consideration. Specifically, from (5), we can see
that, the utilizations of tasks at all valid levels can affect their
schedulability on a certain core. Moreover, as each core has a
distinct subset of MC tasks, the utilizations of cores at each
level can vary significantly [see (2)]. Therefore, the allocation
of a task to different cores can lead to very divergent feasibility
results and large variations in resulting core utilizations, which
is quite different from the conventional partitioned scheduling
of non-MC tasks.

Based on Theorem 1, once tasks are allocated to cores, we
can check (4) and (K − 1) conditions given in (5). Note that,
only one condition is required to hold on each core to satisfy
the feasibility condition for the partitioned EDF-VD sched-
uler. In general, a partitioning scheme requires that the core
utilization does not exceed 1. However, we can see that if (4)
holds, b(k) ≥ 1 for any condition-k in (5). To incorporate
and exploit the core utilization to guide task mapping under
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partitioned EDF-VD, condition-k in (5) can be rewritten as

k∑

l=1

U�m
l (l) < 1 and μ�m(k) ≤ θ�m(k)

μ�m(k) =
k∑

l=1

U�m
l (l) ·

K∑

l=k+1

U�m
l (k)

θ�m(k) =
(

1 −
k∑

l=1

U�m
l (l)

)
·
⎛

⎝1 −
K∑

l=k+1

U�m
l (l)

⎞

⎠ (17)

where θ�m(k) ≤ 1 [θ�m(k) = 1 only if Pm is empty].
Intuitively, (5) [i.e., (17)] represents an improved schedu-

lability condition compared to (4). Next, we identify the
relationship between (4) and (17) regarding the schedulabil-
ity. For ease of discussion, let x(k) = ∑k

l=1 U�m
l (l), y(k) =∑K

l=k+1 U�m
l (l) and z(k) = ∑K

l=k+1 U�m
l (k) for condition-k on

core Pm. As y(k) and z(k) may be 0, we have: y(k) ≥ z(k)
(k = 1, . . . , K − 1).

Property 7: For a set � of MC tasks running on a multicore
system scheduled under partitioned EDF-VD, when (4) holds
for core Pm, then μ�m(k) ≤ θ�m(k) (k = 1, . . . , K − 1), that
is, the second condition in (17) holds for every condition-k.

Proof: As (4) holds for core Pm, we have x(k) + y(k) ≤ 1
(k = 1, . . . , K − 1). As y(k) ≥ z(k), for each k

θ�m(k) − μ�m(k) = [1 − x(k)] · [1 − y(k)] − x(k) · z(k)

= 1 − [x(k) + y(k)] + x(k)

× [y(k) − z(k)] ≥ 0

which concludes the proof.
Property 8: For MC tasks running on multicore systems

under partitioned EDF-VD, if (17) fails for any condition-k
on core Pm, (4) holds only when each task on Pm has its own
criticality level 1 and U�m

1 (1) = 1.
Proof: As (17) fails for any condition-k (k = 1, . . . , K −

1) on core Pm, for each k, we have x(k) ≥ 1 or θ�m(k) −
μ�m(k) < 0. We first consider the second case

θ�m(k) − μ�m(k) < 0 ⇒ [1 − x(k)] · [1 − y(k)]

− x(k) · z(k) < 0 ⇒
K∑

l=1

U�m
l (l) = x(k) + y(k)

> 1 + x(k) · [y(k) − z(k)] ≥ 1.

This means that (4) also fails. Then, (17) fails but (4) holds
for core Pm only if x(k) ≥ 1 (k = 1, . . . , K − 1). For each k,
as (4) holds, we have

∑K
l=1 U�m

l (l) = x(k) + y(k) ≤ 1. Then,
we can get x(k) = 1 and y(k) = 0 for each k. Moreover, when
x(k) = 1 and y(k) = 0 hold, x(k + 1) = 1 and y(k + 1) = 0
(k = 1, . . . , K − 2). Hence, (17) fails but (4) holds only if
x(1) = 1 and y(1) = 0, i.e., U�m

1 (1) = 1 and U�m
l (l) = 0

(l = 2, . . . , K), which concludes the proof.
Based on Properties 7 and 8, we can see that except in

very rare cases, (17) represents a less pessimistic sufficient
schedulability condition when compared to (4). Therefore,
with an objective to incorporate task utilizations at different
levels for effectively guiding the mapping of tasks to cores, (4)
can be ignored and we only need to focus on the sufficient

condition (17) when evaluating a core’s available utilization.
Then, the available utilization for condition-k on core Pm is
defined as

A�m(k) = min

{
θ�m(k) − μ�m(k), 1 −

k∑

l=1

U�m
l (l)

}
. (18)

The following properties are further provided to obtain
an effective available utilization for any condition-k on
core Pm.

Property 9: For a set � of MC tasks with K criticality lev-
els running on a multicore system under partitioned EDF-VD
scheduler, when (4) fails but (17) holds for some k (<K) on
core Pm, we have θ�m(k) − μ�m(k) < 1 −∑k

l=1 U�m
l (l).

Proof: Since (4) fails for core Pm, we can have
x(k) + y(k) > 1 (k = 1, . . . , K − 1). As (17) holds for some k
on core Pm, we can get x(k) < 1 and

θ�m(k) − μ�m(k) ≥ 0

⇒ [1 − x(k)] · [1 − y(k)] − x(k) · z(k) ≥ 0

⇒ 1 − [x(k) + y(k)] + x(k) · [y(k) − z(k)] ≥ 0

⇒ x(k) · [y(k) − z(k)] > 0

⇒ 0 < x(k) < 1 and y(k) > z(k) > 0.

Therefore, we can have

θ�m(k) − μ�m(k) −
(

1 −
k∑

l=1

U�m
l (l)

)

= [1 − x(k)] · [1 − y(k)] − x(k) · z(k) − [1 − x(k)]

= [x(k) − 1] · y(k) − x(k) · z(k) < 0

which concludes the proof.
Again, y(k) and z(k) may be 0 (k = 1, . . . , K−1). Following

the similar steps in the proofs of Property 9, we can have the
following property.

Property 10: For a set � of MC tasks with K criticality
levels running on a multicore system that are scheduled under
partitioned EDF-VD, if (4) holds and (17) holds for some k (<
K) on core Pm, we have θ�m(k)−μ�m(k) ≤ 1−∑k

l=1 U�m
l (l).

Basically, Properties 9 and 10 indicate that no matter
whether (4) holds or not, we have θ�m(k) − μ�m(k) ≤
1 − ∑k

l=1 U�m
l (l) if condition-k holds. Hence, the available

utilization for condition-k as defined in (18) can be safely
determined as

A�m(k) = θ�m(k) − μ�m(k). (19)

Following the schedulability conditions presented in (4)
and (17), the core utilization on core Pm is defined as

U�m =

⎧
⎪⎪⎪⎪⎪⎪⎪⎨

⎪⎪⎪⎪⎪⎪⎪⎩

∞,

K∑

l=1

U�m
l (l) > 1 and ∀k : A�m(k) < 0 (20a)

or
k∑

l=1

U�m
l (l) ≥ 1, k = 1, . . . , K − 1

max{1 − A�m(k)|∀k : A�m(k) ≥ 0}, else. (20b)

Essentially, (20) implies that, if the sechedulability condition
given in Theorem 1 fails for core Pm, then U�m = ∞; other-
wise, U�m indicates the maximum exploited utilization among
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all valid condition-k (i.e., A�m(k) ≥ 0) on core Pm. Therefore,
based on Property 7 and the definition of A�m(k), when (4)
or (17) is satisfied for core Pm, there must exist some k such
that A�m(k) ≥ 0 holds.

Then, the system utilization Usys and average core utiliza-
tion Uavg are defined, respectively, as follows:

Usys = max
{
U�m |m = 1, . . . , M

}
(21)

Uavg =
∑M

m=1 U�m

M
. (22)

To further quantify the impact of partitioning a task τi to core
Pm, the increment of core utilization on Pm is defined as

��m∪{τi} = U�m∪{τi} − U�m . (23)

The new core utilization U�m∪{τi} of core Pm, by assuming
that task τi is assigned to the core, can be computed based
on (20). Note that, in case U�m∪{τi} = ∞ [see (20a)], τi cannot
be feasibly allocated to core Pm subject to the schedulability
conditions (4) and (17).

Properties in Dual-Criticality Systems: Next, focusing on
dual-criticality systems (i.e., K = 2), we derive some proper-
ties related to the core utilization variations when allocating a
task to cores. Despite the simplified assumptions, the results
of these properties can shed light to design mapping heuristics
and evaluate their effectiveness as discussed below.

Below, task τi is assumed to be allocated to core Pm. For
ease of presentation, let x = U�m

1 (1), y = U�m
2 (2) and for any

task τj (�j = 2), we have cj(1) = ι · cj(2) where ι (<1) is a
constant. Thus, U�m

2 (1) = ι · U�m
2 (2) = ι · y. Based on these

assumptions, we can obtain the following properties related to
the utilization increment after assigning τi to Pm.

Property 11: Suppose that (7) holds after τi is mapped to
Pm. If τi’s own criticality level equals 1 and we denote by z
the quantity ui(1), then the core Pm’s utilization increment is
no greater than z.

Proof: For dual-criticality systems, there is only condition-1
(k = 1) on each core. From (7) and (20), we have

U�m = 1 − [
(1 − x) · (1 − y) − ι · x · y

]

U�m∪{τi} = 1 − [
(1 − x − z) · (1 − y) − ι · (x + z) · y

]
.

Note that y may be 0. Then, based on (23), we have

��m∪{τi} = (1 − y) · z + ι · y · z = [
1 − (1 − ι) · y

] · z ≤ z

which concludes the proof.
Property 12: Assume that (7) holds after task τi is assigned

to core Pm. If task τi’s own criticality level equals 2 and if
we denote by z the quantity ui(2), the utilization increment
��m∪{τi} of core Pm is no greater than z but greater than
ui(1) (i.e., ι · z).

Proof: Following the similar steps in Property 11, as (7)
holds for core Pm, we have 0 ≤ x < 1 and

U�m∪{τi} = 1 − [
(1 − x) · (1 − y − z) − ι · x · (y + z)

]

��m∪{τi} = (1 − x) · z + ι · x · z = [1 − (1 − ι) · x] · z ≤ z.

Since 0 ≤ x < 1 and 0 < ι < 1, we can further have

1 − ι > (1 − ι) · x ⇒ 1 − (1 − ι) · x > ι ⇒ ��m∪{τi} > ι · z

Algorithm 1: Outline of CA-TPA
Input: � (the task set); M (the number of cores);
Output: A feasible partition � or FAIL;

1 Initiate � = {�m}, where �m = ∅ (m = 1, . . . , M);
2 Sort tasks in � based on their utilization contributions;
3 for (each τi ∈ � in the above order) do
4 � = ∞;
5 for (each Pm) do
6 Calculate U�m∪{τi} based on Equation (20);
7 Calculate ��m∪{τi} based on Equation (23);
8 if ({�m ∪ {τi}} is feasible and ��m∪{τi} < �) then
9 � = ��m∪{τi}; x = m;

10 end
11 end
12 if (� == ∞) then
13 � = ∅; break; //not feasible on any core;
14 end
15 �x = �x ∪ {τi}; //allocate τi to Px;
16 Update U�x(k) (k = 1, . . . , K) and U�x ;
17 end
18 Return (� �= ∅ ? �: FAIL);

which concludes the proof.
Based on the analysis from Properties 11 and 12, we can

see that for dual-criticality systems, a lower ratio of U2(1)

to U2(2) (i.e., ι) can lead to a smaller increment for core
utilization, which is consistent with the intuition that more
tasks with high criticality levels can reduce their deadlines to
complete their relatively light low-criticality workloads earlier.
More importantly, we can see that when tasks of different own
criticalities are mapped onto the same core, the core utilization
increment may be lower than the maximum utilization of the
task to be allocated to the core.

As our partitioned scheme aims at minimizing the utiliza-
tion increments of cores during task mapping, the tasks with
different own criticality levels are more likely to be assigned to
the same core. Therefore, when the system mode changes, the
remaining high-criticality tasks can be distributed uniformly
among cores, which typically results in criticality-cognizant
workload balance and thus lower run-time overhead (due to
potentially fewer job preemptions on each core) as validated
in Section V-C.

C. Criticality-Aware Task Partitioning Algorithm

Based on the above analysis, we adopt a probe-based
approach to incorporate the contributions of tasks’ utilizations
at multiple levels on different cores when allocating a task to
cores. Specifically, by checking all cores in the system, a task
τi will be mapped to the core Px that has the minimum incre-
ment for its core utilization, should τi be allocated to Px. That
is, ��x∪{τi} = min{��m∪{τi}|m = 1, . . . , M}. If more than one
core has the same minimum core utilization increment, the tie
is broken by mapping the task to the core with smaller index.

The outline of our CA-TPA is summarized in Algorithm 1.
First, the task-to-core partition � and the subset of tasks for
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each core are initialized (line 1). Then, all tasks are sorted
in descending order of their utilization contributions (line 2).
For each task, CA-TPA probes all cores by calculating its
new core utilization [based on (20)] and utilization increment
[based on (23)], by assuming that task τi is allocated to it
(lines 5–11). For all cores that can feasibly accommodate task
τi under the EDF-VD scheduler based on the schedulability
conditions given in (4) and (17), the core Px with the smallest
utilization increment is chosen (line 9). If τi cannot be feasi-
bly allocated to any core, CA-TPA fails to obtain a feasible
task-to-core partition and quits (lines 12 and 13). Otherwise,
τi is allocated to the target core Px by updating its subset of
tasks �x and related parameters (lines 15 and 16). Once all
tasks have been successfully assigned to the cores, the feasible
partition � is obtained and returned (line 18).

1) Time Complexity of CA-TPA: Recall that there are M
cores and N tasks in the system. As there are normally only
a few criticality levels (i.e., usually no larger than 6) in most
applications, K can be assumed to be a constant in the com-
plexity analysis. Uj(k) can be computed from (1) in O(N)

time. The computation of U(k) from (3) can also be done in
O(N) time. Therefore, sorting the tasks in decreasing order of
their utilization contributions can be performed in the com-
plexity of O(N · logN). Next, from Algorithm 1, we can see
that determining a target core that can feasibly accommodate
a task can be done in O(M+N) time, by computing utilization
increments of all cores for all tasks that have been allocated.
Hence, the overall time complexity of CA-TPA can be found
as O((M + N) · N).

2) Workload Imbalance Factor: When tasks are allocated to
cores under CA-TPA with partitioned EDF-VD, it is possible
to obtain a mapping with imbalanced workloads among cores,
where a few cores are over-loaded while the remaining cores
have enough free capacity. To prevent our partitioning algo-
rithm from allocating most tasks to a few cores, we introduce
a workload imbalance factor �, which is defined as

� = Usys − min
{
U�m |m = 1, . . . , M

}

Usys (24)

where Usys is defined in (21).
In essence, � is exploited to control the variations of core

utilizations during the task-to-core mapping. In addition, there
is a threshold ρ for the workload imbalance factor �, which
is set prior to the task assignments. When � increases and
approaches the threshold ρ, instead of selecting a target core
according to CA-TPA, the new task can be allocated directly
to the valid core with the minimum core utilization (i.e.,
min{U�m |m = 1, . . . , M}), subject to the feasibility condi-
tions (4) and (17). A concrete example can be found in the
supplementary material.

V. EVALUATIONS AND DISCUSSION

To evaluate the performance of the proposed CA-TPA
scheme with EDF-VD experimentally, we developed a simula-
tor and implemented the EDF-VD scheduler in Linux kernel.
For comparison, in addition to the CA-TPA scheme, we also
implemented the well-known partitioning heuristics WFD,
FFD, BFD, as well as the hybrid scheme proposed in [23]

TABLE I
SYSTEM AND TASK PARAMETERS FOR THE EXPERIMENTS

that can be adopted for EDF-VD and systems with multiple
criticality levels. To test the feasibility of a core with a new
task, these schemes first use the sufficient schedulability con-
dition (4). In case the outcome is negative, they check the
second and improved condition (5).

As the optimal solution-based scheme reported in [22] only
focuses on dual-criticality systems and is usually applicable for
small problems, it is omitted here. Moreover, we also evaluate
the performance of two partitioned schemes MC-P-UT-INC [6]
and MPVD-HA-BF [14] pplicable to dual-criticality systems.
In what follows, we first give the parameter settings for the
experiments in Section V-A, and then in Sections V-B and V-C,
we present and discuss the simulation results and empirical
results for the tested schemes, respectively.

A. Parameter Settings

We compare these schemes based on the following perfor-
mance metrics.

1) Schedulability ratio, which is defined as the ratio of
the number of task sets that satisfy the schedulability
condition to the total number of tested task sets.

2) Average core utilization (Uavg) defined in (22) that
assesses the workload balance of partitions generated
by the schemes and can typically affect the run-time
overheads for the schemes.

3) Run-time overhead that measures the applicability of all
mapping schemes.

In Table I, we provide the parameter ranges of the system
considered in the experiments, including the number of cores
(M), the system criticality level (K), the normalized system
utilization (NSU) (defined as the ratio of the aggregate level-1
utilization of all tasks to the number of cores), and a threshold
for workload imbalance � (α). Then also shows the parameters
for MC tasks: the number of tasks (N), task periods (P), and
the increment factor (IFC) (defined as the increasing ratio of
WCETs between two consecutive levels for any task).

In the experiments, the synthetic task sets are generated
from the above parameters as follows. First, the system crit-
icality level K is selected uniformly in the range [2, 5]. For
given values of M, N, and NSU, the base task utilization at
level-1 is set as ubase(1) = (NSU · M/N) based on the defini-
tion of NSU. Then, for each task τi, its period pi is randomly
chosen in one of the three period ranges given in Table I.
Next, the value of ci(1) is obtained uniformly in the range
[0.2 · pi · ubase(1), 1.8 · pi · ubase(1)]. The task τi’s criticality
level �i is selected uniformly within [1, K]. Finally, similar
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(a) (b)

Fig. 2. Simulation performance of the schemes with varying NSU for dual-
criticality systems. (a) Schedulability ratio. (b) Average core utilization.

to the generation of the value of ci(1), the values of ci(k)
(k = 2, . . . , �i) can be accordingly generated using ci(1) and
the value of IFC.

B. Performance of the Partitioning Schemes

Unless otherwise noted, the default parameter values in the
simulations are: M = 8, N = 80, K = 4, NSU = 0.6, α =
0.2, and IFC = 0.4. In the reported results, each data point
corresponds to the average result of 50 000 task sets.

1) Results for Dual-Criticality Systems: We first conduct
the performance comparison between these mapping schemes
for dual-criticality systems (i.e., K = 2). Due to space limits,
we only evaluate the impact of the NSU on the performance
of tested schemes and the results are shown in Fig. 2 (where
IFC = 1).

When other parameters are fixed, larger NSU generally
means higher workload and lower acceptance ratio for the
schemes. Not surprisingly, as shown in Fig. 2(a), WFD usu-
ally yields the lowest acceptance ratio and CA-TPA can
have the best schedulability performance among polynomial
time complexity-based schemes due to its effort to minimize
the core utilization increment during task-to-core mapping.
MPVD-HA-BF has the best acceptance ratio but with much
higher pseudo-polynomial time complexity arisen due to the
use of DBF. MC-P-UT-INC considers the low-criticality work-
loads for high-criticality tasks and can have schedulability
comparable to the CA-TPA. However, MC-P-UT-INC only
focuses on dual-criticality systems and has quite high time
complexity, since it iterates the values (from 0.5 to 1 in
increments of 0.01 here) for the bound of the cumulative
high-criticality utilization on each core to find a feasible
partition.

Fig. 2(b) further shows the performance of workload bal-
ance generated by these schemes. This metric is obtained by
considering only the schedulable task sets for all schemes.
WFD usually generates partitions with the best workload
balance among the schemes. In addition to minimizing the
utilization increase of cores, CA-TPA employs a threshold for
workload imbalance to avoid severely imbalanced workloads.
Thus, CA-TPA can have average core utilization comparable
to WFD and generate partitions with more balanced workload
than other schemes.

2) Results for Systems With Multiple Criticality Levels: In
what follows, we evaluate the impacts of different parameters

(a) (b)

Fig. 3. Performance of the schemes with varying NSU. (a) Schedulability
ratio. (b) Average core utilization.

(a) (b)

Fig. 4. Performance of the schemes with varying IFC. (a) Schedulability
ratio. (b) Average core utilization.

on the performance of these partitioned schemes (except MC-
P-UT-INC and MPVD-HA-BF that are applicable only to dual-
criticality systems) for tasks with multiple criticality levels.

a) Impact of the normalized system utilization: Fig. 3
shows the impacts of the NSU on the performance for the par-
titioned schemes. As shown in Fig. 3(a), compared to WFD,
FFD, BFD, and hybrid mapping schemes, CA-TPA can obtain
much better schedulability ratio (up to 35% more) as explained
above, especially when the system becomes over-loaded (e.g.,
NSU > 0.63). Similar to the trends as those in Fig. 2(b),
Fig. 3(b) shows that CA-TPA can generate partitions with bet-
ter workload balance than FFD, BFD, and hybrid, and can
have lower average core utilization compared to WFD when
the system is under-loaded (e.g., NSU < 0.57).

b) Impact of the increment factor: Next, we evaluate the
schemes with varying IFCs and the results are shown in Fig. 4.
Usually, a larger IFC causes higher system workload and lower
acceptance ratio from the definition of IFC and the schedula-
bility conditions given in Theorem 1. The results follow the
similar trends as those for varying NSU: our CA-TPA-based
scheme performs best in terms of schedulability ratio and gen-
erates more balanced workload than FFD, BFD, and hybrid
heuristics. More specifically, as CA-TPA tries to bridge the gap
between the total task utilizations at different criticality levels
on every core, it can typically obtain average core utilization
comparable to WFD as shown in Fig. 4(b).

c) Impact of the threshold for workload imbalance α:
Fig. 5 illustrates the performance comparison among all map-
ping schemes with different thresholds for workload imbalance
(α). As α is used only by CA-TPA to tune workload imbalance
during task partitioning, the performance of other schemes
remains constant when α varies as shown in Fig. 5(a) and (b).
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(a) (b)

Fig. 5. Performance of the schemes with varying α. (a) Schedulability ratio.
(b) Average core utilization.

(a) (b)

Fig. 6. Performance of the schemes with varying M. (a) Schedulability ratio.
(b) Average core utilization.

A larger α usually implies larger tolerance of workload
imbalance for CA-TPA. Consequently, when α increases, the
CA-TPA scheme attempts to allocate tasks to the core with
the minimum utilization increment without much considera-
tion of the workload balance (i.e., in a manner similar to FFD)
and thus can effectively improve schedulability as shown in
Fig. 5(a). However, this behavior can result in more imbal-
anced workload among cores (i.e., larger workload imbalance
factor), but our CA-TPA scheme still manages to generate
more balanced partitions compared to FFD, BFD, and hybrid
schemes as shown in Fig. 5(b).

d) Impact of the number of cores M: We further eval-
uate the performance for all schemes with varying number
of cores (M) and the results are shown in Fig. 6. In gen-
eral, more cores can provide more capacity and flexibility
for tasks. Thus, when M increases, all mapping schemes can
obtain better schedulability and CA-TPA still achieves the best
acceptance ratio among all schemes [see Fig. 6(a)]. Due to the
workload imbalance tuning during task assignments, CA-TPA
can generate partitions with better workload balance compared
to BFD, FFD, and hybrid [see Fig. 6(b)].

e) Impact of the number of criticality levels K: Finally,
the performance comparison for all schemes with different sys-
tem criticality levels (K) is shown in Fig. 7. Recall that the
NSU represents the system’s utilization at level-1. When other
parameters are fixed, a larger K implies more execution times
for tasks with highest level running at level-K. Therefore, the
acceptance ratios of all schemes decrease drastically when K
increases as shown in Fig. 7(a), but CA-TPA still can obtain
the best schedulability performance among all schemes as
explained earlier. Similarly, CA-TPA generates partitions with
more balanced workload compared to BFD, FFD, and hybrid

(a) (b)

Fig. 7. Performance of the schemes with varying K. (a) Schedulability ratio.
(b) Average core utilization.

heuristics, and yields average core utilization comparable to
WFD [see Fig. 7(b)].

C. Measurement Performance in Linux Kernel

To assess the usability of the mapping schemes, we imple-
mented them in Linux kernel. We followed the design patterns
of LITMUSRT [1] and exploited the available Linux infrastruc-
ture to implement the partitioned EDF-VD scheduler: a new
and highest-priority scheduling class is added to the traditional
Linux scheduler and the partitioned EDF-VD scheduler always
executes the highest priority jobs before the regular Linux jobs.
Moreover, to maintain the highest-priority scheduling class for
partitioned EDF-VD, an additional idle job on each core occu-
pies CPU resource once the system is idle (i.e., the job queue
on every processing core is empty).

The partitioned EDF-VD scheduler changes the Linux
scheduler to invoke the initialization functions, scheduling and
tick handlers at run-time. Similar to paradigms of LITMUSRT,
we provided a user space library to create MC tasks by means
of multithreading. The tasks are initially created as non real-
time where each task executes the same function codes by
updating a local variable in a while-loop. A system call is uti-
lized to pass the timing parameters of tasks from user space
to kernel space, and then per-task data structures are con-
structed in kernel. In addition, a warm-up tick is added to
ensure that the scheduling and data structures are all ready
before tasks start their executions. At each hardware timer
interval interrupt, every core triggers the tick handler and indi-
vidually performs scheduling decisions for its jobs: including
the arrival, preemption, and completion events.

Specifically, we established two additional global syn-
chronization mechanisms for partitioned EDF-VD scheduler:
one is used to synchronize the tick counters of all cores;
based on the first mechanism and AMC scheme [5], [6], the
other is used to address the issues when the system mode
switches to a higher level (which is similar to barrier syn-
chronization in [26]), such as discarding all low-criticality
jobs, restoring the relative deadlines of all high-criticality jobs
(if applicable), initializing the system running mode when
it is idle.

We implemented all schemes in Linux kernel 2.6.38.8
that execute on a PC with 32 nm AMD FX-8320 processor
(8 cores, 3.5 GHz clock speed, 8 MB L2, and L3 cache) and
8 GB RAM. Here, the performance metric is total run-time
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(a) (b) (c)

(d) (e) (f)

Fig. 8. Empirical performance of the task partitioning algorithms with respect to run-time overhead. (a) Performance with varying NSU. (b) Performance
with varying M. (c) Performance with varying IFC. (d) Performance with varying K. (e) Performance with varying MCP. ( f) Performance with varying α.

overhead on cores, where the main sources are context switch-
ing, preemption delay, operations for job queues (i.e., job
arrival and job finish), and synchronization mechanisms for
MC systems.

1) Parameter Settings: The period range for tasks is
[50 ms, 500 ms] and other parameters are generated using the
same methodology adopted in the simulations. The evaluated
task sets are schedulable by all mapping schemes based on
the feasibility conditions in (4) and (5), and each task set exe-
cutes for 10 s under each scheme. The additional measuring
parameter for the mapping schemes is mode-change probabil-
ity (MCP), which is ranged from 0.01 to 0.1 and accounts
for the execution variations of MC tasks at run-time. We first
calculate the total number of jobs executed in 10 s, which is
then multiplied by MCP to obtain the number of jobs that can
result in mode transition. After randomly selecting such jobs
(that have their own levels higher than 1), the actual execu-
tion times of these jobs can be uniformly determined from
their minimum WCETs to the maximum WCETs.

Unless otherwise specified, the default parameter values in
experiments are: M = 4, N = 25, K = 4, NSU = 0.45,
α = 0.2, IFC = 0.4, and MCP = 0.08. For the results reported
below, each data point represents the average result of 1000
task sets.

2) Empirical Results: The overhead measurement results
(in s) for the schemes are shown in Fig. 8. The overhead
of CA-TPA usually corresponds about 3%–5% of the total
execution time on cores (e.g., 40 s by default), which is a
little lower than that (i.e., 5%) for partitioned EDF-VD on
Core i5 platform [26]. Specifically, CA-TPA has measured
overhead comparable to WFD and outperforms other schemes.
The details of the analysis can be found in the supplementary
material.

VI. CONCLUSION

For periodic MC tasks running on multicores under the
EDF-VD algorithm, we investigated a criticality-cognizant uti-
lization bound for partitioned EDF-VD in conjunction with
the WFD heuristic, and then discussed its characteristics. We
observed that as opposed to exclusively relying on tasks’ max-
imum utilizations, the feasibility conditions for EDF-VD also
depend on tasks’ utilizations at other valid levels. By exploit-
ing the contributions of tasks’ utilizations at various levels on
different cores, we developed a CA-TPA, and proposed several
heuristics to implement task prioritization, minimize the uti-
lization increments on cores and balance system workload. The
experimental results show that compared to the existing map-
ping schemes, the proposed CA-TPA scheme with partitioned
EDF-VD can achieve better schedulability performance with
acceptable time complexity, offer more balanced partitions and
experience lower run-time overhead.
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